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Abstract 

The effectivivity of test planning in Mobile Application testing improves the quality of 

Mobile Apps. In the reason of increasing numbers of smart phone applications and their 

progressive features, mobile phone or smart phone has become a primary resource of 

communication for worldwide business owners, industrial and office workers.. In 

fragmented and competitive global market the mobile development cycle is of short period. 

It is important that one should make sure that the experience every consumer every time 

they use your application, will be exceptional. Same to functional testing the non-

functional testing like Security testing, usability testing also represents an important role 

effectivivity of test planning. 

The emergence of mobile applications gives computing environment to number of 

companies and platforms, but there are a number of companies and platforms that are not 

much advanced in mobile computing; for those companies and platforms, it has become a 

challenge to avail the functionality of the mobile application.  

We use UML diagrams in this represented paper in the form of a tree to extract, test 

cases to verify/validate the behavior of mobile objects. A new model based approach for 

automated generation of test cases for object oriented systems in this study is presented. 

Test cases are derived by analyzing the dynamic behavior of the objects due to internal 

and external stimuli. The scope of the paper has been limited to the object diagrams taken 

from the Unified Modeling Language model of the system. The genetic Algorithm’s tree 

crossover has been proposed to bring out all possible test cases of a given object diagram. 

Illustrative case study has been presented to create the effectiveness of our methodology 

coupled with mutation analysis.  

Mobile application testing presents matchless challenges. For each and every 

challenge that mobile devices face, there should be a proper mobile testing strategic plan. 

 

Keywords: Mobile Applications, Mobile Applications Testing Strategies  

 

1. Introduction 

As of today, modern systems are able to generate inputs that drive execution to almost 

any point in the control flow. Mobile application code-based test generation has made 

tremendous progress in the recent past: However, automation reaches its limits when it 

comes to controlling the test’s environment: For example, if the tested code accesses an 

external component such as a service or a database, then this component needs to be 

controlled by the test as well in order to prevent unwanted side-effects like data loss. A 

common solution in test generation is to create a stub version of the component that is 

difficult to control. Such a stub object provides the same interface as the component it 

represents, but returns predefined values on method calls.  

We propose an approach that automatically generates such stub objects, helping to drive 

test generation towards its goal in cases where automatic generation is difficult or 

impossible otherwise. The answer applied is to map the stubbed behavior to the input space 

of the test generation problem: For each method call on the stub object in the test case we 

need to find an appropriate value that the stub returns during execution. The difficulty of 
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this is that within the scope of a test case the stubbed component should behave similarly 

to the real component. If this is not the case then that is problematic for two reasons:  

First, it can lead to a false sense of confidence in the correctness, because a coverage 

goal may be satisfied in a way that cannot occur in practice. Second, it may lead to an 

incorrect test failure or (false positive), i.e., a failure that is not caused by a original bug but 

by an invalid stubbed behavior. To solve this issue, we examine different methods to infer 

knowledge about the real behavior of the stubbed instance. Such knowledge can be 

approximated from existing execution traces or dynamic invariants on the component’s 

behavior derived from these traces, or it can be derived precisely by solving path 

constraints derived from the stubbed component.  

In this paper we use UML diagrams represented in the form of a tree to extract, test 

cases to verify/validate the behavior of mobile objects concerned. A new model based 

approach for automated generation of test cases in object oriented systems has been 

presented. The test cases are derived by analyzing the dynamic behavior of the objects due 

to internal and external stimuli. The scope of the paper has been limited to the object 

diagrams taken from the Unified Modeling Language model of the system. The Genetic 

Algorithm’s tree crossover has been proposed to bring out all possible test cases of a given 

object diagram. Illustrative case study has been presented to establish the effectiveness of 

our methodology coupled with mutation analysis . 

We also provide here a comparison of the two test plans, highlighting their 

characteristics and respective weaknesses, focusing on different aspects of the envisioned 

plans, such as, for example, the time and effort necessary to draw up the two test plans or 

the expressiveness and the degree of detail of test cases attained for the same functionality 

in the two approaches. It is necessary to specify that it is out of the scope of this paper 

comparing the final test cases derived using the two approaches either in terms of number 

of produced tests or time required to execute all them nor in terms of detecting failures. 

 

2. Related Works  
 

2.1. Key Mobile Testing Challenges in Mobile App Test Automation [1]  

The main factor that determines an automation tool’s success is its ability to work 

across platforms and technology stacks. Presented list of challenges influence automation 

success: 

For companies the Mobile applications become a “game changing” force in all 

industries. Let’s look at what all challenges introduced this game-changing technologies: 

 

1) Planning of Quick Rollouts 

 

The companies are looking for the golden business opportunities in unique Mobile 

apps and expecting rapid rollout of quality application or improvements and bug fixes if 

application is already launched. They push the applications in the market as quickly as 

possible to avail the benefits of the market boom mobile sector. As a result the QA testing 

cycle which generally takes two to three weeks depends on the complexity and the size of 

the application is now reduced to half or one week. Due to clutch in the timelines the QA 

it is very difficult to problems if mobile applications don’t meet the customer expectations. 

 

2) Multi-Platform Compatibility 

 

With the propagation of mobile devices like iPhone, iPad, Smartphones, Tablets, 

Windows Mobile and wide range of Andriod devices etc., mobile application providers 

have to provide the multi platform compatibility to reach their audience. In the mobile 

industries, there is no any industry standards for Operating Systems or device hardware, 
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so testing of apps over a variety of devices is not a simple task. So here we cannot 100 % 

say that test cases which passed for one device are also passing for other devices, even if 

the device from the same family. 

Lists of combinations while testing mobile apps like Screen resolution, memory sizes, 

battery, Operating System etc., The creation of separate test case and execution on each 

device can be the most expensive and time consuming task. 

The mobile application market is increasingly growing with a demand of quality 

product with no any excuses for errors and security holes. 

 

3) Dealing with a variety of connectivity modes 

 

One more important parameter to be considered in the mobile testing is the “Modes of 

Connection” to access the application. This step can be ignored if the internet connection 

does not require for application under test, however, almost all applications requires 

internet so this test case needs to run over different connections like WiFi, 3G, 4G etc., 

Even you test the application you will face the wide range of applications over different 

connectivity options. While planning your QA Automation testing strategy you need to 

consider connectivity modes which are equally important. 

 

4) Creating end-to-end tests 

 

The mobile market demand is to integrate the mobile applications with all platforms 

and expected to flawlessly access the data on mobile and other platform like Web site. 

The end to end test cases should be working as expected on mobiles. Consider an example 

where the order is placed from the mobile device and same can be from the log in into 

Web site. These mobile apps are expected to work on front end and back-end systems. 

 

2.2. Types of Mobile App Testing [1] 

1) Functional Testing 

 

Functional testing performs on the functional behavior of the application to ensure that 

the application is working as per the requirements. Mostly, testing performs on the user 

interface and call flows of the application. As like other UI applications, mobile 

applications also require lots of human consideration. If, functional testing performs on 

mobile devices manually, not automatic, it is going to be extremely complex, exhaustive 

and time-consuming task due to various mobile-specific challenges like; various mobile 

devices, mobile operating systems, and functions & applications involve with mobile 

devices. The functional testing automation process also requires lots of human resources, 

money, and time, then too testers are ready to automate the testing process by using many 

tools due to its strong market value and user demand. Teams can then combine automated 

tests with selected manual test scenarios to balance the coverage and efficiency of the 

functional testing. To test some functionalities of the application tester go for manual 

testing process, later on tester combines manual testing and automation testing for better 

result. 

 

2) Testing for Performance 

 

The testing process is carried out by tester to test the performance and actions of the 

applications that pass through various mobile device challenges like; low battery power 

due to heavy battery uses, network out of coverage area/poor bandwidth/changing internet 

connection mode (2G, 3G, or WiFi)/changing broadband connection, transferring heavy 

file, less memory, concurrent approach to the application’s server by various users, etc., 
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Application’s server and client both strongly affect the performance of the mobile 

application, so testers perform testing on both side of the application. 

 

3) Testing for Memory Leakage  

 

Memory leakage is one of the worst issues of the mobile application testing that 

directly affect on the performance of the mobile devices. Due to memory leakage, the 

process might slow down while transferring the file or in-between accessing any 

application mobile device might switch off automatically. Thus, Mobile devices come 

with limited memory as compared with computer system, and by default, most of the 

mobile OS stop applications those are using extreme memory for processing; memory 

leakage testing becomes essential to check the performance of the Mobile Applications 

Testing to ensure that each application of the mobile device is using optimized memory 

for processing. 

 

4) Testing for Interrupt  

 

Interrupt testing is a process of testing a mobile application that functions may get 

interrupted while using the application. Those interruptions can be; incoming and 

outgoing SMS/MMS/calls, incoming notifications, battery/cable insertion and removal for 

better uses, network outage and recovery, switch off/switch on of the media player and 

other connecting devices, Low memory warning, and device power cycle(like; low battery 

notification). An application should be capable to hold these interruptions by going into a 

suspended state and restarting afterwards. 

 

5) Testing for Usability  

 

Usability testing is used to test the mobile applications in terms of usability, flexibility, 

and friendliness. The testing process makes sure that the mobile app is now easy to use 

and offers a suitable user experience to the customers. 

 

6) Testing for Installation  

 

Mobile devices hold two types of applications; the one which automatically comes 

with mobile OS (while installing OS, it automatically gets installed), and another one you 

have to install specially from the store to use the particular application. 

Installation testing is used to test the particular application is installed, uninstalling, and 

updating properly without any interruption (user is smoothly and flexibly installing the 

application). 

 

7) Testing for Operational  

 

Any mobile OS and desktop OS provides in-built back-up and recovery operational 

functions that save or recover all files or doc of mobile devices or applications that had 

been lost due to some reason. Operational testing is used to test that the particular back-up 

and recovery process is working properly and responding as per the requirement 
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Figure 1. Types of Mobile App Testing 

3. Mobile Applications Automated Stubbing  

Automated stubbing has been addressed in the past: as taking an existing test case and 

try to replace some of the used objects with automatically generated stubs that simulate the 

same behavior, thus aiming to improve performance and making it easier to isolate and 

detect bugs. Tillmann and Schulte [2] implement stub objects that represent symbolic 

variables, which the test generator can interpret as inputs. The objective of this approach is 

to test for robustness, i.e., unlikely (but admissible) test inputs are desired. Automated stub 

generation is also related to environment generation in software model checking: Tkachuk 

et. al., [3] simulate a component’s environment based on user specified assumptions and 

additional information derived with different types of static analysis. On the other hands, 

the object oriented (OO) paradigm has gained widespread use in both industry and 

academia. The reason for such popularity is mainly the natural correspondence between 

system components and objects furnished with the distinctive features of OO: 

encapsulation and inheritance. Moreover, the graphical notation adopted by OO model 

facilitates system analysis and the representation of various design aspects at different 

levels of abstraction. UML, the Unified Modeling Language [3], is the de facto standard 

OO notation and nowadays is being widely adopted in industrial design practice for the 

modeling and specification of OO systems throughout all phases of the software 

development process. Although a large body of literature exists for using UML in design, 

only a relatively small portion is devoted to its application in testing or provides specific 

assistance for planning and generating tests from UML descriptions. Our research deals 

with UML-based testing. Testing is clearly an important part of the software development 

process, which can impact heavily on the cost and reliability of the final product. Hence, it 

is understandable that the search for practical UML-based methods for improving the 

effectiveness of software testing has been attracting ever-increasing interest in research 

circles. The guiding principle of our research is to take the same UML diagrams developed 

for analysis and design, and apply them, as is, for testing, without the need for any 

additional formalism or ad hoc mechanisms specifically for testing purposes.  

 

3.1. UML Test Case Generation  

Use case development begins at an earlier stage, so real use cases for key product 

functionality are available fairly early in the project. Use case describes a sequence of 

actions performed by a system to provide an observable result of value to a person or at 

the same time another system. Use cases tell the customer what to expect from it, the 

developer what to basically code, the technical writer on what to document, and the tester 

what to test. 



International Journal of Future Generation Communication and Networking 

Vol. 9, No. 11 (2016) 

 

 

322                                                                       Copyright ⓒ 2016 SERSC 

With this testing approach, creation of test cases is the first step. Then test scripts 

(collections of test cases) are made for these test cases, and lastly, a test suite/plan is 

created to implement everything. [13] 

 

 

Test case (TC) A set of test inputs, executions, and expected results developed for a 

particular objective. 

Test Script/Procedure. A document, providing detailed instructions for the [manual] 

execution of one or more test cases. 

Test suite. A collection of test scripts or test cases that is used for validating bug fixes (or 

finding new bugs) within a logical or physical area of a product 

Figure 2. UML Test Case Generation 

These test cases are key to the process because they classify and communicate the 

conditions that will be implemented in test and are essential to verify successful and 

acceptable implementation of the requirements given.  

Although some do it, developers can begin creating test cases as soon as use cases are 

available, well before any code is written. Based on the Unified Modeling Language 

(UML) and can be visually represented in use-case diagrams.  

The ovals represent use cases, and the stick figures represent "actors," which can be 

either humans or other systems. In addition, the lines represent communication between 

an actor and a use case. In the presented figure, this use case diagram provides the big 

picture: Each use case represents a big chunk of functionality that will be implemented, 

and each actor represents something outside our system that interacts with it. Each use 

case also requires a significant amount of text to describe it. This is usually formatted in 

sections. 

Using Use Cases to discover the objects (in the class diagram) that will construct a 

system to satisfy all functional requirements, and to construct the scenarios to ensure that 

the functionality can be supported. The functionality can be viewed as a set of processes 

that run horizontally through the system, and the objects as sub-system components that 

stand vertically. Not every functionality uses every object, but each object may be used by 

many functional requirements. This transition from a functional to an object point-of-view 

is accomplished with Use Cases and Scenarios. Parallel to the mobile software 

development effort, the software test team can take advantage of the Use Case format by 

deriving Test Cases and Test Scenarios from them. Figure 2, depicts this process.  
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The Use Cases and Test Cases are so closely coupled, the linked programs, the Test 

Team takes ownership of the Use Cases. Both the software development and the test 

development remain synchronized if changes to the requirements specification occurs. 

Describing the elements of a Use Case, and provides example of Test Case development 

based on Use Cases. 

Testing in software means dissimilar things to different people. To help clarify our 

position it will be useful to define the following:  

 Verification Testing: required functionality developed  

 Validation Testing: error free software; robust  

In our organization, Validation Testing during the Unit Testing process. The Use Case 

derived Test Cases are developed for Verification Testing, and treat the system under test 

as a Black Box.  

 Test Case: A portion of the overall test that is conducted to verify a required 

functionality.  

 Test Scenario: a portion of a functional test conducted by one of the operational 

variations specified. 

 

 

Figure 3. A Parallel Process of Mobile Applications Development and Test 
Development Starts With a Common Set Of Use Cases 

Figure 3, shows the first step is to develop the Use Case topics from the functional 

requirements of the Software Requirement Specification. The Use Case topics are 

presented as an oval with the Use Case name. The Use Case diagram just provides a quick 

overview of the relationship of actors to Use Cases. The main idea of the Use Case is the 

text description are as follow. 

The most important unit of a use case for generating test cases is the flow of events. 

The two main parts of the flow of events presented are as follows: 

1. basic flow of events 

2. alternate flows of events.  

This basic flow of events should cover what "normally" happens when the use case is 

performed. The alternate flows of events covers behaviour of an optional or exceptional 

character relative to normal behavior, and also variations of the normal behavior. Look for 

some alternate flows of events as "detours" from the basic flow of events. 
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1. S = empty set  

2. foreach uninterpreted function call i do  

3.  analyse the interface of i, and let the return type of i be t  

4.  add a stub function mf with the same interface as i  

5.  add a variable mi of type t to the input domain of the SUT  

6.  replace the call to i with a call to  mf 

7.  add mi to S  

8. end foreach  

9.  while not done do  

10.    execute the SUT dynamically and symbolically in parallel with an input I  

11.   form a path condition pc from the result of the symbolic execution  

12.   if the dynamic execution raises an assertion violation in the SUT then  

13.      add the assertion a to the path condition pc, describing the violation which 

raised the exception  

14.      if the symbolic variables in a are (transitively) dependent on a stub variable mi 

then  

15.         replace every symbolic variable in pc with its concrete value, except those 

in S  

16.         if pc is satisfiable then  

17.            add the simplified constraints over mi as a postcondition to the stub 

function  

18.         else  

19.            raise likely bug exception  

20.         endif  

21.      else  

22.         raise bug  

23.      endif  

24.  endif  

25.end while 
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4. Conclusion  

The testing methodologies presented, prove that users can trust on applications that 

come with mobile devices, all applications are totally tested with many testing 

methodologies. Take note to be careful before using applications on mobile devices, if 

mobile applications involve internet connection, then make sure that the device is already 

carrying antivirus. Antivirus should exist on your device then it won’t be the fault of the 

applications installed on the mobile device. Errors will count in your mobile system. 

Mobile automation testing is not so easy task because it requires preparation, research, 

and practices to make the testing effective. Mobile application ecosystems are extremely 

changing, but they also suffer from both software and hardware disintegration. Most of 

these existing apps were made clumsy on updating devices. 

Before starting the testing process; tester should be having good knowledge of 

information technology skills, the application on which you are about to perform the 

testing operation, and the tools that you need to use in testing the applications. 
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