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Abstract

Testing involves approximately 60% of the cost of software development, and includes the validation of reports, which plays an important role in decision-making in companies. Automatic report testing includes testing the content and the layout of the report. The conventional method used in testing reports leads to a development time of test cases being too high and impractical, and does not allow the automatic report testing of the content and the layout. In order to solve these problems and to simplify the testing of reports, we have developed three complementary approaches in this work. One “visual” approach, based on the visual comparison of some aggregations on the report. One semi-automatic approach, based on the use of aggregate functions to make an automatic validation of data. The third approach is automatic, derived from a mathematical definition of a test case introduced here and the use of checksum and metadata. This approach enables the fighting against reports regression and reduces the time of reports testing. As a proof of concept, we designed and built a framework allowing the tester to do automatic testing of reports, without programming. Its implementation has permitted the automatic testing of reports, in a very economical way.
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1. Introduction

The test has an ever increasing role in the development of software. To cope, research in computer science abounds and aims at facilitating the design of tests and improving their relevance. A study carried out by NIST (National Institute of Science and Technology) in the United States of America on the impact of inadequate testing infrastructure in software development has shown that this insufficiency cost about $60 billion to the U.S. economy in 2009 [32]. Regarding critical software, such as those that run the financial management systems of which one of the main functions is the production of reports, the consequences of a mistake can be very serious because there are human or natural disasters, or economic factors that are involved.

According to Solentive Software [22], when building a custom system, organisations need to consider that both the functionality and reporting are of equal importance. 20–40% of the budget should be allocated to reporting alone.

The particular case of automatic report testing remains an almost non-existing activity in the literature of software engineering. The main challenges concerning reports can be summarized in the following questions: how can we automatically validate data in a report? And how can we validate the whole report (data and layout) with automatic testing? How to be sure that there will be no regression of a report? Nowadays, reports are poorly tested,
the test process is time-consuming at a huge cost, and reports are usually subjected to regression, due to manual testing.

The most common traditional approach to report testing is the manual verification of the content and layout. This takes a lot of time and is not reliable. The time taken is high, we do not systematically test the reports after changes, and the regressions are numerous and costly. There is a more advanced approach which consists of automatically testing the content and to do a visual test of the layout. Automatic content testing poses difficulties related to the time taken to prepare the set of data to be used for the test and the determination of the expected results. A report of 1000 rows and 22 columns represents 22,000 cells, which does not facilitate a cell-by-cell test. The visual test of the layout facilitates regressions and does not make it easy to see aspects related to the length of the text or variations in the number of columns. Although traditional testing approaches can be used for report testing, they do not give any answer to the practitioner on how to automatically test the content and the layout, what to choose to highlight the difficulties of formatting, and on how to automate the test programs. They just give a formal framework for testing any program, without bringing specific answers on which method to adopt to test reports. We are not only interested in finding errors in the reports, but also and especially in the time taken for the tests, and in the subsequent automatic detection of the regressions. The productivity of the tester preoccupies us as much as its efficiency.

In this work, we propose three complementary approaches. One "visual" approach, based on the display and comparison of aggregates on the report, which can be used in production. One semi-automatic based on the use of aggregate functions to make an automatic validation of data. These aggregates can be displayed on the report for visual validation or compared to expected values of the aggregates in memory to return an assertion. The third approach is automatic, based on the calculation of the checksum of the same report validated by the semi-automatic approach and comparing it to the checksum of the same report printed using the same input parameters but at a different time. We designed and built a framework allowing the tester to do automatic testing and other types of report testing presented here, without programming.

This article is organized as follows: a review of the literature on software testing in the general context, followed by a description of our different approaches to solving the issue on how to do an automatic test of a report. The third part focuses on the implementation of the approaches described above. Finally, we present the conclusions and perspectives related to this work.

1.1. Generalities on Software Testing

F. Xavier. Fornari, Glenford J. Myers and Mehdi Mirzaaghaei showed that software testing is a creative and critical activity that requires discipline and software engineering expertise. It is an activity where you have to imagine the scenarios capable of causing the software to fail, and to build the simulation environments, but it is wrongly perceived as the tester is usually at the end of the chain, which generally causes the delays [4] [5] [19].

Software testing would be the process of executing a program with the intention of detecting anomalies in order to validate its functioning [4]. In other words, it is done to validate the conformity with respect to the requirements (that is to say over the entire specification and design of the software) [4].

In general, constraints are tested to handle different classes of software. Hence the importance of respecting the basic test principles, namely: independence, paranoia, prediction, verification, robustness and completeness [4].

The particular case of report testing remains an almost non-existing activity in the literature of software engineering. On the other hand, the global economy depends on it because these reports play a decisive role for nations and companies. Many authors in their works address the idea of a test without however alluding to report testing. This is the case of F.Xavier. Fornari [4], Paul Ammann, Jeff Offutt [12] Glenford J. Myers [5] who
presented with examples, the technical test bases and the quality criterion (Ease Readability, Reusability, Efficiency, Integrity) of software which in our case allowed us to test the implementation of our solution.

Other authors [2] [11] [15] [20] go further by speaking about automated software testing as a whole, while relying on concrete examples. This is the case of Lionel Duroyon [8] who presented environmental DTEST, a test Framework for distributed applications written in Python. It is also the case of Hernán Ponce de León, Stefan Haar and Delphine Longuet [20] who presented a theoretical test framework and an algorithm of test for concurrent systems specified with true-topic models generation. Some authors described the different variants of automatic testing and associated test cases; it is the case of Nisha Kaushal and Rupinder Kaur [11].

Some authors, such as Christopher Grandpierre [3], rely on design patterns in order to generate test data (see [9]), using UML or OCL diagrams to specify and generate test cases.

All this work does not address the specific challenges of report testing, as presented previously.

Based on the V-model, the different test levels that we can mention are: the unit test, the integration test, the conformity testing, the robustness test, the security test, the performance test and the regression test. Our work addresses the levels of conformity testing and regression testing, and can be used in some cases in security testing. Theoretically, the tests are prepared at the same time as the development in the corresponding level. Software testing can be grouped into two main groups (see [1] [4]) namely:

- The functional or dynamic test, also known as the black box test;
- The static or structural test, also known as the white box test.

In our case, we will look at the functional testing of reports.

1.1.1. Study of some Existing Software in the Field of Report Testing

As part of the study of existing tools to check for possible use in the reported testing, several tools have received attention.

There are many softwares in this field, and we can mention among others, Jmeter, TestLink, Fit, Selenium, Mdal test module.

Jmeter is a software that allows you to test the scalability and performance of web applications.

In the case of report testing, it will serve to ensure that we can always continue to build and display reports when we have a large amount of data and several people connected. But it does not allow us to check the conformity of the displayed report without a complementary code for this checking, and how to efficiently build this complementary code is our main problem.

TestLink is a web platform written in PHP that allows you to organize your test cases as a test plan. In short, Testlink is a tool for managing test cases that can be associated with Selenium and JUnit in the case of the test of a report generated in HTML.

DataGen, TurboData, GS DataGenerator and Benerator are data generators for a database from the description of a table structure (they can create as many rows as desired). But these data cannot be considered as test data because we cannot control them and the generation of these data does not even meet the constraints of the specifications. In the best case, we can use these data in association with the actual test data for testing scalability in the case of our problem.

Selenium is a set of open source and free tools whose goal is to automate functional testing of web applications that can be associated with the main Test Framework such as JUnit [10]. Each of these elements is independently useless in report testing, but both associated may help for the testing of an HTML report.
MDAL Test module: it is a module of the MDAL (Megasoft Data Access Library) Framework dedicated to testing. It has many testing features, but no feature dedicated to report testing at the beginning of this work [17].

There exist other software [16] in the field of software testing that have no specific features for the problem of the testing of reports, such as: Fit, Junit, Sandboxie, the test environment for PayPal, SALOME, Jenny, RTMR, Schematron.

Limitations of Report Testing

Generalities on Reports

According to the business dictionary, a report is a document containing information organized in a narrative, graphic, or tabular form, prepared on ad hoc, periodic, recurring, regular, or as required basis. It is also defined as a document that presents information in an organized format for a specific audience and purpose.

It is increasingly a component of corporate balance sheets (Component of the annual report on sustainable development, for example) allowing to make a regular review of the company's strategy, the means put in place to serve this strategy and results obtained.

Report testing is the process of assessing accuracy and completeness of key reports:

- Accuracy is a precise representation of source documentation of the report (i.e., items that appear on the report can be traced back to source documentation and confirmed)
- Completeness is the comprehensive collection of intended data on the report (i.e., source documentation that should appear on the report, according to the reporting parameters, does, in fact, appear on the report).

The conventional method of report testing is to test as a unit, each of the variables and table cells constituting the report. This is also well illustrated in Java by Peter Fröhlich and Johannes Link [13]. This method has the disadvantage that it takes a very long time to be built, and it is not useful to detect some errors due to anomalies or inconsistencies on data, in the production phase.

The Standard Method of report testing consists of:

- Execution of the report with the given period or parameter;
- Running the data selection query over the same period on the database;
- Comparison cell to cell of report with the result obtained from the query;
- Visual validation of the report display.

This standard method has two variants:

- Manual validation of cell by cell of the data and visual validation of the display
- Automatic validation of cell by cell of the data and visual validation of the display

During the report testing, one needs to fight against the regression in reports. Regression comes from future changes in the report's code or in other components or systems used by the report (frameworks, DBMS, common components...).
2. Proposed Methods

Description of the Approach

For the report testing, we define the following three approaches:

- The first one based on the use of aggregate functions to manually validate the data without validating the display.

- The second one based on the use of aggregate functions to automatically validate the data without validating the display.

- And the third using the validated results of the first to perform an automatic test on the calculation of the checksum of the report.

In our approaches to report testing, a report is seen as an object to which we can link variables and datasets (sets of data stored in memory) that can be referenced externally by the tester to perform automatic tests on data. Our approach is to separate the variables and datasets. For datasets, we use the aggregate functions and for variables, we use some comparison parameters.

Aggregate for Visual Control

The approach presented in this paper constitutes a means to test "manually" data reliability in a cheap way, even in production. This technique is based on two pillars:

- Define two variables which represent data aggregation (aggregate) on different datasets, according to a well-defined criteria, and which must have the same value for the data used by the tested report;

- Display these variables and their difference on the report, in other for the end user to check the report by seeing that the two variables have the same value.

An aggregate is defined as the value of an aggregation, is an accumulation of data for purposes such as statistical analysis. Aggregates in the case of report testing are generally statistical functions namely the minimum, maximum, sum, average, standard deviation, etc.

As an illustration of this approach, we can use the following example. You have two tables: account (id, designation, debit, credit) and movement (id, account_id, movement_date, debit, credit). You also have a constraint stating that the sum of credit for all movements of an account is equal to the credit of this account, and a similar rule is valid for the field debit. On a report displaying all the movements of an account, one can display a variable representing the sum of credit of the movements of this account, near the value of the field credit of the same account. If there is a difference between the two values, one can conclude that the report or the data is wrong. One can say that, having the same value does not prove that the report is correct. That is true. Normally, the purpose of a test case is not to prove that the software is correct, but to find a fault. We will address the issue of the reliability of this approach in the sequel. Now, one can note that with a good choice of the aggregate, it is a very nice feature for a report to display some variables for a quick visual validation, and it helps, even in production, to detect some problems on data or on results, or even some frauds. The main interest of this approach is to allow end users, to easily detect errors in production.
Architecture of Report Generator

Figure 1 shows that once the data collected following the parameters of a report's class and associated with a model, aggregate functions are responsible for calculating all the aggregates according to their parameters, before submission to the report's engine, who will display these values on the report.

In this approach, the validation of the report can be made by an end-user thanks to the fact that the report is developed in such a way that any person without necessarily being a tester can validate it.

Semi-automatic validation of the report

This method only allows data validation, but does not validate the display. The validation of the report's data is done automatically by the calculation of aggregate functions, whose values will be compared to those of the tester who is responsible for providing the test data. The display of the report is validated by a user. At this point, we use automatic validation for data and user validation (visual) for report's layout.

This approach can be defined by the architecture of report generator below.

Architecture of Report Generator

Figure 2 shows that the report's engine receives the report's class and parameters, the data source, and the XML model. It then generates a Report of Test and a PDF or HTML file.
Figure 2 shows that once the data is collected following the parameters of the report class and associated to a model, the test function will calculate all the aggregates in the test cases and compare them to those provided by the tester in test data. Finally, the tests report is sent along with the printout of the report. This approach allows automatic validation of the report’s data using aggregates. The aggregates can be computed on all the data in the report or on subsets.

“The choice of using filters and aggregates such that the sum allows leaving the subset respecting the aggregate.”

To cheat or to fault the test, it would be necessary to modify the data while maintaining the aggregates. It involves the resolution of the SUBSET-SUM problem. This problem of the sum of subsets is NP-complete; therefore it is considered difficult to solve algorithmically. It can be seen as a special case of the knapsack problem [24].

What about the column with non-numeric data? It remains possible to calculate some aggregates on these columns (min, max, count of a value), and to use filters to build subsets. It is also possible to build a concatenation of all the values of the column, and to compute a checksum of this concatenation as the aggregate. Modifying a value or making a permutation will probably lead to a different checksum. Let us recall that the purpose of the test is not to know which particular unit is incorrect, but whether the report is good or not. When it is established that the report is not good, a dichotomous approach of calculating aggregates on the subsets permits that from the detection of an error it becomes easy to find the cell that has a problem.

One can note that it is also possible to use this approach (with checksum) with numerical data, which represents the main critical data type in financial reports.

**Automatic Test: Using the checksum of the report**

The approach here is to have a way to calculate the checksum of a report after its semi-automatic validation made above (automatic data validation and visual display) and compare it with the new checksum of the same report using the same parameter values each time it is printed. This checksum calculation permits to move towards an automatic test which rather becomes an instrument to fight against report regression.

The checksum is used to combat the regression in terms of data validation and display validation. Because any change in Visual terms or content will alter directly the value of the checksum. In the case of our implementation, we chose the CRC32 algorithm which permits to return a 128 bit checksum for a file passed as a parameter.

If there are variations of contents or shape in a new version of the report, the checksum will be recalculated for this new version. We can then decide to keep only the last version of the report with its checksum, or to keep the codes of various versions, with the test data suited for every version, as well as the corresponding checksum. Such modifications can be common when the software is in development, but are very rare for the stable software.

**Description of the Approach**

The test scenario has two main steps:

1) After a semi-automatic validation of the report, compute the checksum of the report, excluding some undesirable metadata

2) Build a test case for automatic testing, using the computed checksum as a value to be compared to the checksum of the built report at any time.

The test scenario is defined as following:

- build the report as a file (pdf, html...) on a given period or with specific parameters;
• Calculate the checksum of the report;

• Compare the invariant with that of the report validated by the semi-automatic test.

This method still poses a problem related to the printing date of the report. For example, if we have a report that has a printing date, when it will be built on another day, the printing date will change. Therefore, the checksum will change, and the test will fail.

Solution found: Set a time provider for the test engine such that when a report is started, instead of using the system date, it uses the date provided by the time provider. This time provider must be configurable and we should make sure that every time the report is launched, the time provider is initialized to the same time.

For our problem, we use the variable timer.start which contains the report printing date. This variable can be passed in the parameters of the test case for the tested report. This implementation has been set up to test the report validated by the first approach and to fight against regression. This approach can be defined by the report generator architecture below.

**Architecture of the Test Generator**

![Architecture of the Report Generator Engine with Checksum Calculation](image)

Figure 3 shows that once the data is being collected following the parameters of the report class and associated with a model, the report is generated. The result obtained is then passed as input to the test function that calculates the checksum and compares it with that of the previously validated report which is passed as a parameter to the measure of a test. Finally, the tests result is returned.

For reports in HTML format, there is no undesirable metadata. For PDF reports, one has to deal with some metadata as undesirable metadata. For PDF documents, it is indeed six free text fields that describe the document and its means of production (Title, Author, Subject, Keywords, PDF Producer, Application) and two fields of date type (creation date, modification date) [21]. The first six fields may be optional, while the last two are required. Thus, in the context of calculating the checksum these will fail a test case even for two reports that are printed with a difference of a second in the creation or modification dates. The purpose here is to compute the checksum of the report without taking into account this metadata.
As for reports produced by itext2.1, we notice that this metadata are generally placed at the end of the PDF file, after the report's data and layout. Therefore, we can compute the checksum of the part of the file before these metadata. In order to do it, we just have to find the beginning of these metadata, by looking for a unique string, called the metadata delimiter, which is always before these metadata (the producer as an example). In order to fight against the modification of the metadata delimiter following the change of the producer of the report in the future, we will pass it as a parameter of the test case.

Using a time provider with a start time parameter, and calculating checksum without undesirable metadata, we can completely automate the report validation after a semi-automatic validation. We stated that semi-automatic validation relies on the use of aggregates in order to verify the correctness of the data displayed on the report. It is obvious that having the same aggregate value than the correct data does not mean that the result is correct. Therefore, one can have two questions: why do we use aggregates instead of a whole dataset comparison? Can we rely on these aggregates?

For the first question, one can note that there are many reports including tables with hundreds of rows, and more than six columns. For such a report, one can have more than one thousand values in a table. Trying to validate these values one by one will be very costly in time and money. It is also very difficult and can lead to many errors. We have to find an economic way to check the validity of reports.

For the second question, the answer depends on the choice of the aggregates. With a good choice, one can rely on them to have a good checking of a report. Let us consider one column in a table, with numeric data. If we use as aggregates for this column the sum of its values, the sum of the squares, the standard deviation and the sum of the cubes, it is reasonable to think that by using another dataset we can have the same values for these aggregates, these datasets have with a high probability the same values for all the rows of this column, even in different order (permutations).

If we want to be sure that the same results are not due to a permutation, we can use at least two methods. The first method is to compute the same aggregates on some subsets of the dataset, defined by some filters. If a permutation does not maintain all these subsets globally invariant, it will lead to different results. For the second method, one has to identify each row of the dataset by a unique number. The aggregates are computed using the product of the row number by the value as elements to aggregate. Using the same aggregates, any permutation of column values, will lead to different results with a very high probability.

3. Results

These three methods have been implemented in various projects such as NEXUS++ (Tracking System for the transit of goods on the Cameroon territory), SACOTAB (Automatic follow-up of the contracts of objectives and dashboards), SIBERIA (business management system of a Real Estate Company in Cameroon) and many others. The nexus++ project contained more than 254 reports, more than 100 of which were very complex. For this project, the aggregate approach quickly became the only economically sustainable and efficient way to test the reports. The SIBERIA project had several critical financial statements, and aggregate techniques were used to validate the accuracy of the reports in test and production. Better still, visual display of aggregates for comparison has been beneficial in this project, highlighting anomalies whenever attempted fraud or bugs in the treatments resulted in anomalies in the data. By making the reports so reliable to bring out the anomalies that went unnoticed before, the revenue improved by about 50%!
4. Discussion

Statistical Analysis of Test Cases Performed

For the purpose of this article, the implementation of each of the following approaches was experimented on (05) reports depending on the type of the report. This yielded the following statistical results:

<table>
<thead>
<tr>
<th>Approach</th>
<th>Type of report generated</th>
<th>Number of test cases</th>
<th>Number of successful test cases</th>
<th>Number of failed test cases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Use of aggregates for manual validation of data</td>
<td>HTML</td>
<td>16</td>
<td>16</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>PDF</td>
<td>21</td>
<td>19</td>
<td>2</td>
</tr>
<tr>
<td>Use of aggregates for automatic validation of data</td>
<td>HTML</td>
<td>75</td>
<td>71</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>PDF</td>
<td>87</td>
<td>85</td>
<td>2</td>
</tr>
<tr>
<td>Use of checksum</td>
<td>HTML</td>
<td>9</td>
<td>9</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>PDF</td>
<td>8</td>
<td>8</td>
<td>0</td>
</tr>
</tbody>
</table>

Analysis: as concerns the reported testing by the aggregate approach, we achieved a 95.98% result for HTML and PDF reports. Regarding the reported testing using the checksum based approach, we have achieved 100% results for HTML reports and thanks to the elimination of certain metadata, a score of 100 % for PDF reports.

Let us recall that these approaches were successfully used in projects involving more than 250 reports, which permitted us to realize how painful and unproductive it was to work with the standard approach.

Comparison between the conventional method and the proposed methods

The conventional implementation in an automated environment demands great effort in the production of test data, due to the fact that it is necessary to produce the expected results cell by cell. So for one that produces the test data, it becomes very laborious. We experienced that, when we wanted to do the test with the conventional method, we had to go cell by cell to compare expected results and actual results.

Either a report to be tested. For the cases of an automatic or semi-automatic test, we used a generator of data test on which we simply applied our aggregates. Let T, the time of generation of a datum of the test of a cell in an automatic way. Let T1, the average time to machine calculation of one aggregate. Let T2, the average time to manually identify a good aggregate. Let T3, the time of generation of a datum of test of a cell in a manual way. Let T4, the run time of a manual comparison between a datum obtained from a cell and the expected datum from the cell. Let T5, the run time of an automatic comparison between a datum obtained from a cell and the expected datum from the cell. Let p, the minimal number of the aggregates to be calculated. Let T6, an average travel time of one cell of the report for the calculation of the checksum.

The complexity of the production of the test data has two main components: the complexity of the production of the Input and the complexity of the production of the output. Let n1 the number of report data to be tested cell by cell (master fields in a master-detail report for example). Let N the number of cells in the tables of the report (these cells can be tested using aggregates). Ia the complexity of the automatic generation of input data, Im the complexity of the manual production of input data, Cs the time to compute the checksum of a report, P2 the time to identify aggregates to use to compute differences, THV the time for a human validation of the display.

On tabular reports of many pages, N can be easily greater than 10 000 (500 rows * 20 columns), while p is rarely greater than 2*columns.
Let's use the following notations for different methods:

Standard (S): Manual validation of cell by cell of the data and visual validation of the display

Detailed (D): Automatic validation of cell by cell of the data and visual validation of the display

Visual difference (VD): display the differences between aggregates supposed to be equal (visual validation of the report by a user)

Semi-automatic (SA): using aggregate functions (automatic validation of the data and visual validation of the display)

Semi-automatic with differences between aggregates (SADA): using aggregate functions, automatic validation of the data and visual validation of the display + display of differences between aggregates

Automatic (A): use of the report checksum

Automatic with differences between aggregates (ADA): use of the report checksum and display of differences between aggregates.

<table>
<thead>
<tr>
<th>Method/Feature</th>
<th>S</th>
<th>D</th>
<th>VD</th>
<th>SA</th>
<th>SADA</th>
<th>A</th>
<th>ADA</th>
</tr>
</thead>
<tbody>
<tr>
<td>Human complexity of the test run</td>
<td>THV+</td>
<td>THV+</td>
<td>THV</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>(N+n1)*T4</td>
<td></td>
<td>P*T4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Enables to develop the test without</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>programming skills</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Enables to test the regression of the data</td>
<td>Yes, But impossible in practice on a project with dozens of reports, because too expensive in time and money</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Enables to test the regression of the display</td>
<td>Yes, But impossible in practice on a project with dozens of reports, because too expensive in time and money</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Validates the consistency of the report data in production</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
</tr>
</tbody>
</table>
One can note that using aggregates in report testing is very useful. It leads to a great reduction of human workload during the construction and the execution of tests cases, while allowing the regression testing of a report. Let us note that the use of aggregates in finance for the validation of reports is a major element that is found at least in the verification of the balance in accounting (sum of credits - sums of debits = 0).

The standard method does not enable us to validate the consistency in production. Except for gross errors. We were able to verify it on hundreds of reports. It is important to include on the report elements of validation allowing a non-expert to realize problems.

Although the production of the tests data is "manual", it is done only once, and allows the repeating of the test automatically as many times as necessary. The main gain here lies in the execution of the test, and in the automated detection of regressions. In addition, using the aggregates to verify accuracy reduces the time required to complete the test program.

### Limitations of the Proposed Methods

Despite the reduction of work done by these methods in the preparation of the tests, the generation of the test data consistent with the treatments supposed to produce them remains a long and difficult task to test reports. Reflections must be made on how to better automate this generation. When the calculation of the aggregates uses the powers (the square or the cube of the displayed values) and the number of lines is high, the aggregate can rapidly exceed the amplitude of the type of long integer data when integers are used. It may then be necessary to resort to numerical types with arbitrary prediction. The proposed techniques are not intended to immediately give the wrong cell for a report. In order to have this information, it is necessary to apply them in the context of a dichotomous search, reducing by half the total number of lines. Evolutions should be considered to automate this research once it has been established that the overall report is bad.

### 5. Conclusion and Perspectives

At the end of our analysis, it appears that the problem which we faced namely automatic report testing is the execution of a report to ensure that it displays the correct results in the expected form. The standard approach known to test reports does not enable us to automatically test the display, and to validate reports in production. In the first part of this article, after defining the context and the problem we face, we presented our motivations and various stake of the solutions which we have proposed. Then followed the different implementations of the distinct approaches available in the MDAL test Framework engine.

Our goal was to provide methods for automatic report testing. We have provided three complementary methods, and extended them to five methods. The first method allows a quick visual validation in a production environment. The second method is a semi-automatic test method that allows automatic testing of the content of the report and not the display in a cheaper way, using aggregates and filters. This method allows an automatic validation of the content and a visual validation of the layout by the user. The third method is dependent on the second one which after a validation of the data and the display of the report can be considered as a perfect report and allows fighting against regression. It allows an automatic validation of the content and the layout of the report, using the result of the second method. This method lies on the use of a time provider instead of using system time provider, and on the use of a part of the generated report, avoiding the use of some undesirable metadata. We have also designed and built a framework for report testing, which allows software testers to describe test cases and validations checking without
writing a new code. The extensions of these methods allow the validation of the report in production.

All methods were successfully tested with HTML and PDF reports. But they do not permit us to test a report since the production of test data is displayed automatically. Besides, the display is the part in which we found no validation method that is automatic. As perspective, we will now have to think about a way to automate the production of real test data that would validate a report from the point of view of the content. This will help reduce the time that testers take to produce real test data. Moreover, we will have to compare the different set of aggregates in their ability to detect errors on reports. We will also have to deal with reports which are directly printed on a printer or drawn on a canvas. We must find a way to automatically validate the display of report.
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