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Abstract 

Network Security for data transmission is the most vital issue in modern communication 
system. In this paper, we have discussed a new steganographic technique. The effectiveness of 
the proposed method is described through which idea of enhanced security of data can be 
achieved. To hide data in a binary image, no key is needed here rather this algorithm is based 
on the number of occurrence of 0s and 1s in data that has to hide and number of occurrence 
of 0s and 1s in the last bit of each pixel of binary image file. The proposed algorithm assures 
the security and the data hiding effect is quite invisible. 
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1. Introduction 

The amount of digital images has increased rapidly on the Internet. Image security 
becomes increasingly important for many applications, for example, confidential 
transmission, and video surveillance, military and medical applications. In steganography, the 
secret message is embedded into an image (or any media) called cover image, and then sent to 
the receiver who extracts the secret message from the cover message. After embedding the 
secret message, the cover image is called a stego-image. This image should not be 
distinguishable from the cover image, so that the attacker cannot discover any embedded 
message.  

The security of the transformation of hidden data can be obtained by two ways: encryption 
and steganography. A combination of the two techniques can be used to increase the data 
security [1]. In encryption, the message is changed in such a way so that no data can be 
disclosed if it is received by an attacker [2]. Whereas in steganography [3], the secret message 
is embedded into an image often called cover image, and then sent to the receiver who 
extracts the secret message from the cover message [4]. When the secret message is 
embedded into cover image the it is called a stego-image. The visibility of this image should 



International Journal of Advanced Science and Technology 

Volume 6, May, 2009 

 

 

16 

not be distinguishable from the cover image, so that it almost becomes impossible for the 
attacker to discover any embedded message. 

There are many techniques for encrypting data [5], which vary in their security, robustness, 
performance and so on. Also, there are many ways for embedding a message into another one. 
The most popular one is embedding a message into a colored image using LSB [6]. In this 
method the data is being hidden in the least significant bit of each pixel in the cover image. 
However, there are other known methods for hiding messages [7]. However, there are many 
techniques for a hiding a message in a binary image [8, 9]. 

This paper presents a new scheme for embedding bits. This algorithm is based on the 
number of occurrences of  0s & 1s in bit stream of data as well as the number of occurrences 
of 0s and 1s in LSB of image file that need to be modified to hide the data successfully. 
 
2. Previous works 

In Simple LSB modification bits from data that has to be hidden are put at the LSB of the 
cover image. Digitized images are made of pixels in which each pixel can use three bytes i.e. 
24 bits. Here, three bytes are the representative of red, green and blue colors respectively. 

In the LSB method the least significant bit of each byte is set to zero. Now according to the 
bits 0 or 1 in data LSB is being changed. If data bit is 0 then LSB is remained same & if data 
bit is 1 then LSB is changed to 1.For doing this modification, the image becomes a little bit 
lighter than the original one. Nowadays, more sophisticated approach has been taken for 
hiding data. 

The most widely used technique to hide data [10] is the usage of the LSB [6]. Although 
there are several disadvantages to this approach, the relative easiness to implement it, makes 
it a popular method. To hide a secret message inside a image, a proper cover image is needed. 
Because this method uses bits of each pixel in the image, it is necessary to use a lossless 
compression format, otherwise the hidden information will get lost in the transformations of a 
lossy compression algorithm. When using a 24-bit color image, a bit of each of the red, green 
and blue color components can be used, so a total of 3 bits can be stored in each pixel. 

While using a 24 bit image gives a relatively large amount of space to hide messages, it is  
also possible to use a 8 bit image as a cover source. 

Because of the smaller space and different properties, 8 bit images require a more careful 
approach. Where 24 bit images use three bytes to represent a pixel, an 8-bit image uses only 
one. Changing the LSB of that byte will result in a visible change of color, as another color in 
the available palette will be displayed. Therefore, the cover image needs to be selected more 
carefully and preferably be in grayscale, as the human eye will not detect the difference 
between different gray values as easy as with different colors. Disadvantages of using LSB 
alteration are mainly in the fact that it requires a fairly large cover image to create a usable 
amount of hiding space. 

The size of an image file, then, is directly related to the number of pixels and the 
granularity of the color definition. A typical 640x480 pix image using a palette of 256 colors 
would require a file about 307 KB in size (640 x 480 bytes), whereas a 1024 x 768 pix high-
resolution 24-bit color image would result in a 2.36 MB file (1024 x 768 x 3 bytes). 

The simplest approach to hiding data [11] within an image file is called least significant bit 
(LSB) insertion. In this method, we can take the binary representation of the hidden_data and 
overwrite the LSB of each byte within the cover_image. If we are using 24-bit color, the 
amount of change will be minimal and indiscernible to the human eye. As an example, 
suppose that we have three adjacent pixels (nine bytes) with the following RGB encoding: 
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10010101   00001101   11001001 
10010110   00001111   11001010 
10011111   00010000   11001011 

 
Now suppose we want to "hide" the following 9 bits of data (the hidden data is usually 

compressed prior to being hidden): 101101101. If we overlay these 9 bits over the LSB of the 
9 bytes above, we get the following (where bits in bold have been changed): 
 

10010101   00001100   11001001 
10010111   00001110   11001011 
10011111   00010000   11001011 

 
Note that we have successfully hidden 9 bits but at a cost of only changing 4, or roughly 

50%, of the LSBs. 
This description is meant only as a high-level overview. Similar methods can be applied to 

8-bit color but the changes, as the reader might imagine, are more dramatic. Gray-scale 
images, too, are very useful for steganographic [12] purposes. One potential problem with any 
of these methods is that they can be found by an adversary who is looking. In addition, there 
are other methods besides LSB insertion with which to insert hidden information. 

Without going into any detail, it is worth mentioning steganalysis [13] the art of detecting 
and breaking steganography [14, 15]. One form of this analysis is to examine the color palette 
of a graphical image. In most images, there will be a unique binary encoding of each 
individual color. If the image contains hidden data, however, many colors in the palette will 
have duplicate binary encodings since, for all practical purposes, we can't count the LSB. If 
the analysis of the color palette of a given file yields many duplicates, we might safely 
conclude that the file has hidden information. 
 
3. Our work 

We consider an algorithm that would affect the visuality of the image so little that it is 
almost impossible to notice any change in image by human being’s eye interpretation. Here 
we take an image file where each pixel is represented by red green & blue colour through 
three bytes i.e. 24 bits. Only the LSB of the colour blue i.e. the last bit of the pixel is used to 
hide the data bits. Also the number of occurrence of 0s and 1s in data bits that has to be 
hidden and number of occurrence of 0s and 1s in last bit of each pixel in binary image file 
that is needed to hide the data bits completely has been calculated and based on that approach 
for the decision of hiding the data would be taken. Here size of the Cover Image File should 
at least contain 8 times more pixels than the number of bytes in Data file. 
 
3.1. Embedding Algorithm 
 

1) Calculate number of bytes in data file that is supposed holding a text of the serial key 
of any software that is sending through internet to the receiver. Store the result in an 
Integer variable size_of_data. 

2) Read character from data file and convert the ASCII value of the character into 
equivalent binary value into a 8 bit integer array suppose A in such a way so that 
MSB to LSB it will be stored like A[7] to A[0]. 
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3) Calculate how many numbers of 0 s and 1s are present in each byte and store the 
cumulative sum into two integer variables suppose i0 and i1 holding total number of 0s 
& 1s respectively. 

4) Repeat Step 1 to Step 4 until a terminating character is found. This Character can be  
Explicitly chosen by Sender. It may be . (dot) or any other character present in 
keyboard & only this character cannot be a part of data file.  

5) From the Cover Image file ,Read the RGB colour of each pixel. 
6) Read the character 1 by 1 from data file and convert the ASCII value of the character 

into equivalent binary value into a 8 bit array suppose A in such a way so that MSB to 
LSB it will be stored like A[7] to A[0]. 

7) Read the last bit of each pixel i.e. from RGB (8+8+8) bits – read the blue colour’s  8 
bits i.e. the last 8 bits of the pixel’s colour. 

8) Check this lat bit is 0 or 1 and  present in each pixel and store the cumulative sum  
into  two integer variables suppose  c0 and c1 holding total number of 0s & 1s 
respectively. 

9) Repeat this Step 5 to Step 8 for 8 x size_of_data times. This number of pixels actually 
needs to Read to hide all bits of data file. 

10) If  (c0 > c1) and (i0 > i1) or (c1 > c0) and (i1 > i0) the set integer variable flag to 0 
Otherwise set flag to 1. 

11) Now write the value of flag i.e. either 0 or 1 just at the left position of the last bit of 
the first pixel’s information of the Stego Image file that is started to use to store the 
data. 

12) Open a Cover Image file in read mode. 
13) Open a new Stego Image file in write mode. 
14) Read the header information from Cover Image File. 
15) Write this header information to Stego Image File. 
16) From the Cover Image file ,Read the RGB colour of each pixel. 
17) Read the bit stream of data file one by one. 
18) If value of flag is 0 then embed the data bit ( either 0 or 1 ) to the last bit of colour 

blue of the pixel otherwise if flag is 1 then inverse the data bit embed it ) to the last bit 
of colour blue of the pixel 

19) Write the above pixel to Stego Image File. 
20) Repeat the Step from 13 to 16 until all the bits of data file would be embedded in 

Pixels of Stego Image and after completion of embedding of data file Write the rest 
pixel to Stego Image File as it is in Cover Image File. 

 
This is the required pixel information that is needed to store data. Here we count the LSB 

of the color blue of Cover Image & find out that the number of 1s is greater in amount than 
number of 0s. Again, it is also checked that number of 0s are greater in amount than number 
of 1s in data file. So, we need to invert data and flag is set to 1. 
 
3.2. Extraction Algorithm 
 

1) Open the Stego image File in read mode 
2) Read the bit just before the last bit of first pixel in Stego Image File. Based on its 

Value set integer variable checkflag 0 or 1. 
3) Read each pixel of the Stego Image file. 
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4) If checkflag is 0 then read the last bit of each pixel that is the LSB of colour blue and 
put it directly in an Array otherwise take the invert value of the last bit & Put it on 
Array 

5) Read the each of 8 Pixel in this way & then content of the array converts into decimal 
Value that is actually ASCII value of hidden character. 

6) If terminating character’s ASCII found print nothing otherwise print the 
corresponding character of the calculated ASCII value. 

7) Repeat Step 3 to Step 6 until decimal value of terminating character’s ASCII is 
found. 

 
This is the Pixel Information after Encoding .Here data is being inverted and embedded at 

the last bit of the blue color of each pixel of Cover Image so that the minimum modification is 
needed on required pixel information. As flag is set to 1 , This flag value would be stored in 
1st pixel’s bit which is just before the last bit of color blue of Cover Image. Extraction would 
be done based on this value. 
 
4. Result 

The algorithms are implemented and tested randomly, one such example is explained 
hereunder: 

At Sender,   
        Data File: 01000000 00111000 
        Total Number of 0s at data bit stream is 12 
        Total Number of 1s at Last bit is 4 
        To store 16 bit 16 pixel of cover Image is needed. 
        Suppose the Pixel information of RGB colour of 16 pixels is as Figure 1. 
 
 
 
 

 

 

 

 

 

 

 

 

 
Figure 1. Required Pixel Information before Embedding 

 
Total Number of 0s at Last bit is 11 
Total Number of 1s at Last bit is 5 

 
According to Algorithm,  
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  i0 = 12 
  i1 = 4 
  c0 = 5 
  c1 = 11 

 
Here i0 > i1 but c1>c0 
So data bits would be inverted and it would be as follows 
 
Data File  :    01000000 00111000 
Inverted Data File :    10111111 11000111 
 
Flag’s value will set to be 1. 

Now the Pixel representation of Stego Image will be as Figure 2. 

 

 

 

 

 

 

 

 

 

 

 

 
 

Figure 2. Required Pixel Information after Embedding 

 
At Receiver, 
First Pixel’s bit before the last bit has read and checkflag is detected as 1, 
Reading the last bit of 16 pixel data retrieved as follows: 
 

10111111 11000111 
 
Now According to checkflag’s value above value is inverted and finally original data has 

been retrieved that is 01000000 00111000 
 
Visual effects also considered and checked which are explained hereunder and shown in 

Figure 3 and Figure 4. No major changes in the image after embedding has been marked. 

Author names and affiliations are to be centered beneath the title and printed in Times New 
Roman 12-point, non-boldface type. Multiple authors may be shown in a two or three-column 
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information by two blank lines before main text. 

 
 
 
 
 
 
 
 
 
 
 
 
      Figure 3. Actual Image.                           Figure 4. Stego Image. 

 
5. Conclusion 

This proposed Algorithm has following advantages: 
 
i. Minimal change is permitted in Stego Image and normal human beings’ eyes cannot 

catch any difference. 
ii. This new algorithm does not need any secret key. 
 
We can conclude that the suitability of steganography as a tool to conceal highly sensitive 

information has been discussed by using a new methodology This suggests that an image 
containing encrypted data can be transmitted to anybody any where across the world in a 
complete secured form. Downloading such image and using it for many a times will not 
permit any unauthorized person to share the hidden information. Thus, a new technique has 
been proposed to hide data in a binary image. The used algorithm is secure and the hidden 
information is quite invisible. 

A modification to this algorithm can increase further security to hide data. Statistical 
analysis of 0s and 1s can be applied block by block on data bit stream to make the algorithm 
more complex & achieve a new methodology to hide data in a more secured way. 
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